
 

 

 

  

 
 

 

 
 
 

 
 
 
 
 

 
Questions And Answers PDF Format:  

For More Information – Visit link below: 
https://www.certsgrade.com/ 

 

Version = Product 

 
 

  

Linux Foundation
ICA

Istio Certified Associate (ICA)

Visit us at: https://www.certsgrade.com/pdf/ica

https://www.certsgrade.com/�


Latest Version: 6.0  
 

Question: 1 
   
You need to configure Istio to redirect all HTTP traffic from the ‘products’ service to the ‘reviews' service 
if the response code from the 'products' service is a 500 error. Implement this behavior using Istio's 
VirtualService and DestinationRule resources. 
 
See the solution below with Step by Step Explanation. 
 

Answer:  
 
Explanation: 
 Solution (Step by Step) : 
1. Create a DestinationRule: 
- Define a 'DestinationRule' named 'products-dr’ to target the 'products' service: 

 
2. Create a VirtualService: 
- Define a 'VirtualService' named 'products-vs' to redirect traffic based on response code: 
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3. Apply the configurations: 
- Apply the 'DestinationRule' and 'VirtualService' using ‘kubectl apply -f products-dr.yaml' and 'kubectl 
apply –f products-vs.yaml' respectively. 
4. Verify the behavior: 
- Send an HTTP request to the 'products' service. 
- If the 'products' service returns a 500 error, Istio will redirect the request to the 'reviews' service 
after a 1- second delay. 

Question: 2 
   
You want to configure Istio to enforce mutual TLS (mTLS) between the 'gateway' service and the 
'products' 
service. Implement this configuration using Istio's 'PeerAuthentication' and 'Sidecar' resources. 
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See the solution below with Step by Step Explanation. 
 

Answer:  
 
Explanation: 
Solution (Step by Step) : 
1. Generate the 'PeerAuthentication' configuration: 
- Define a 'PeerAuthentication' named 'mtls-auth' to enforce mTLS for the 'products' service: 

 
2. Create the 'Sidecar' configuration: 
- Define a 'Sidecar' configuration named ‘mtls-sidecar’ for the 'gateway' service to enable mTLS: 

 
3. Apply the configurations: 
- Apply the 'PeerAuthentication' and 'Sidecar' configurations using 'kubectl apply -f mtls-auth.yaml' and 
'kubectl apply -f mtls-sidecar.yamr respectively. 
4. Generate certificates (Optional): 
- If you are using self-signed certificates, you will need to generate certificates for both the 'gateway' 
and products' services. You can use tools like 'openssl' for this purpose. 
5. Configure the 'gateway' service to use the generated certificate: 
- Modify the 'gateway' service configuration to include the certificate and key files for the service. 
6. Verify the mTLS configuration: 
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- Attempt to access the 'products' service from the 'gateway' service.  
- If the mTLS configuration is successful, the connection should be established with mutual 
authentication. 

Question: 3 
   
You have a 'frontend' service that uses the 'products' service. You need to configure Istio to route 
requests from the 'frontend' service to the 'products' service based on the request headers. Specifically, 
route requests with the 'language' header set to "es" to the 'products-es' subset and route requests with 
the 'language' header set to "en" to the 'products-en' subset. 
 
See the solution below with Step by Step Explanation. 
 

Answer:  
 
Explanation: 
Solution (Step by Step) : 
1. Define the 'DestinationRule': 
- Define a 'DestinationRule' named 'products-dr' to specify the subsets: 

 
2. Create the 'VirtualService': 
- Define a 'VirtualService' named 'products-vs' to route requests based on headers: 
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3. Apply the configurations: 
- Apply the 'DestinationRule' and 'VirtualService' configurations using 'kubectl apply -f products-dr.yamr 
and 'kubectl apply -f products-vs.yaml' respectively. 
4. Test the routing: 
- Send requests to the ‘products’ service from the 'frontend’ service, including the 'language' header set 
to either "en" or "es". 
- Verify that requests are routed to the appropriate subset based on the header value. 

Question: 4 
   
You want to create an Istio gateway that allows traffic to be routed to different services based on the 
request path. Specifically, route requests to 'Iproducts' to the 'products' service and requests to 
'/reviews' to the reviews' service. 
 
See the solution below with Step by Step Explanation. 
 

Answer:  
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Explanation: 
Solution (Step by Step) : 
1. Create a ‘Gateway' resource: 
- Define a 'Gateway' named 'http-gateway' to handle incoming HTTP traffic: 

 
2. Create a 'VirtualService’ resource: 
- Define a 'VirtualService' named 'http-vs' to route requests based on the path: 
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3. Apply the configurations: 
- Apply the 'Gateway' and 'VirtualService' configurations using 'kubectl apply -f http-gateway.yaml' and 
kubectl apply -f http-vs.yamr respectively. 
4. Verify the routing: 
- Send requests to the gateway with different paths, like 'Iproducts' and '/reviews'. 
- Verify that the requests are routed to the corresponding services based on the path. 

Question: 5 
   
You need to configure Istio to enforce rate limiting on requests to the 'products' service. Implement this 
configuration using Istio's resource and a Redis instance as the rate limiting backend. 
 
See the solution below with Step by Step Explanation. 
 

Answer:  
 
Explanation: 
Solution (Step by Step) : 
1. Install Redis: 
- Install a Redis instance in your Kubernetes cluster. You can use a helm chart like ‘bitnami/redis' or 
deploy a Redis pod manually. 
2. Configure the 'RateLimit' resource: 
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- Define a 'RateLimit’ resource named ‘products-ratelimit' to specify the rate limiting rules: 

 
3. Create a 'VirtualService’ to enable rate limiting: 
- Define a 'VirtualService' named 'products-vs' that references the 'RateLimit' resource: 

 
4. Apply the configurations: 
- Apply the 'RateLimit' and ‘VirtualService' configurations using ‘kubectl apply -f products-ratelimit.yaml’ 
and 'kubectl apply -f products-vs.yaml' respectively. 
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5. Test the rate limiting: 
- Send a large number of requests to the 'products' service within a short time interval. 
- Observe that Istio enforces the rate limit, blocking requests beyond the configured limit. You can 
monitor the Redis instance to see the rate limiting statistics., 
 

Question: 6 
Ingress Gateway. You need to configure a virtual service that routes traffic based on the cluster the 
request originates from. For requests originating from cluster A, the virtual service should route to a 
specific service in cluster A, and for requests from cluster B, it should route to a different service in 
cluster B. Additionally, you need to configure the Istio operator to manage the virtual service across all 
clusters. 
 
See the solution below with Step by Step Explanation. 
 

Answer:  
 
Explanation: 
Solution (Step by Step) : 
1. Create a Virtual Service: 
- Define the virtual service with two routes: 
- One route matching requests from cluster A, routing to service A in cluster A. 
- Another route matching requests from cluster B, routing to service B in cluster B. 
- You can identify the origin cluster using the 'istio.io/origin-cluster' header. 
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 2. 
Configure Istio Operator: 
- Deploy the Istio Operator: Ensure the Istio Operator is deployed in all three clusters (central, cluster A, 
and cluster B). 
- Create a Custom Resource Definition (CRD) for the virtual service: This CRD will ensure the operator 
manages the virtual service across all clusters. 
- Deploy the CRD: Apply the CRD definition to the central control plane. 
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3. Validate the Configuration: 
- Send requests from each cluster: Use 'curl' or other tools to send requests to the virtual service from 
cluster A and cluster B. 
- Verify the traffic routing: Ensure the traffic is correctly routed to the corresponding services in each 
cluster. 

Question: 7 
   
You have an Istio service mesh with multiple services running in different namespaces. You need to 
implement a cross-namespace access control policy that allows services in namespace "A" to access 
services in namespace "B," but prevents services in namespace "C" from accessing any services in 
namespace "B." 
 
See the solution below with Step by Step Explanation. 
 

Answer:  
 
Explanation: 
Solution (Step by Step) : 
1 . Create a ServiceEntry for services in namespace B: 
- This ServiceEntry will provide Istio with the necessary information to route traffic to the services in 
namespace B. 

 
2. Create a DestinationRule for services in namespace B: 
- This DestinationRule will define the access control policies for services in namespace B. 
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3. Create a WorkloadEntry for services in namespace A: 
- This WorkloadEntry will declare the services in namespace A as "source" for the access control policy. 

 
4. Create a Policy for namespace A to namespace B access: 
- This policy will define the access control rule allowing services in namespace A to access services in 
namespace B. 
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5. Create a Policy for namespace C to block access to namespace B: 
- This policy will define the access control rule preventing services in namespace C from accessing 
services in namespace B. 
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Question: 8 
   
You're implementing a security policy in your Istio installation using the IstioOperator API. You need to 
ensure that 
requests to a specific service are authenticated and authorized based on a custom policy defined in a 
separate file. Which IstioOperator API feature would you leverage to achieve this? 
 
A. Traffic Management 
B. Authorization 
C. Telemetry 
D. Custom Resource Definitions (CRDs) 
E. Sidecar Injection 
 

Answer: B     
 
Explanation:  
The IstioOperator API's Authorization feature provides the mechanism to implement custom security 
policies. You can define authorization rules based on specific conditions and actions, integrating with 
external authorization providers or custom policies defined in separate files. This enables you to enforce 
fine-grained access control based on your specific security requirements. 
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Question: 9 
   
Examine the following IstioOperator YAML snippet. What does the 'profiles' section represent and how 
does it influence the Istio installation? 
 
A. It defines the specific Kubernetes namespaces where Istio components will be deployed. 
B. It defines sets of preconfigured Istio configurations that can be applied selectively to different 
environments. 
C. It defines the specific versions of Istio components to be used during installation. 
D. It defines custom resource definitions (CRDs) for advanced customization. 
E. It defines the specific Kubernetes nodes where Istio components will be deployed. 
 

Answer: B     
 
Explanation:  
The 'profiles' section in the IstioOperator YAML represents preconfigured sets of Istio configurations. 
These profiles allow you to tailor the Istio installation based on specific environments or use cases. For 
example, you could define a 'dev' profile with minimal security restrictions and a 'prod' profile with 
stricter security and traffic management rules. By applying different profiles, you can customize the Istio 
configuration for various scenarios, ensuring that the service mesh behaves appropriately in different 
environments. 

Question: 10 
   
You are managing an Istio deployment in a multi-cluster environment. You need to configure different 
settings for Istio components based on the cluster they are deployed in. Which of the following 
approaches would you use to achieve this? 
 
A. Use separate Istio control planes for each cluster and configure them individually. 
B. Leverage Istio's overlay feature to apply cluster-specific configurations. 
C. Utilize custom resource definitions (CRDs) to define cluster-specific configurations. 
D. Configure Istio using a single control plane and rely on labels and selectors for cluster-based filtering. 
E. Use a dedicated configuration management tool like Ansible or Puppet to apply cluster-specific Istio 
settings. 
 

Answer: B     
 
Explanation:  
The most effective way to manage cluster-specific Istio configurations is by leveraging Istio's overlay 
feature- This allows you to define overlay profiles that apply to specific clusters, enabling distinct 
settings for each cluster without requiring separate control planes. 
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